### Map

Map[DataStream -> DataStream]

调用用户定义的MapFunction对DataStream[T]数据进行处理，形成新的DataStream[T]，其中数据格式可能会发生变化,常用作对数据集内数据的清洗和转换。

**import** org.apache.flink.api.common.functions.MapFunction  
**import** org.apache.flink.api.scala.\_  
**import** org.apache.flink.streaming.api.scala.{DataStream, StreamExecutionEnvironment}  
**object** smap1 {  
  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment* **val** dataStream = env.fromElements((**"a"**,3),(**"d"**,4),(**"c"**,2),(**"c"**,5),(**"a"**,5))  
 *//map操作* **val** mapStream: DataStream[(String,Int)] = dataStream.map(t => (t.\_1, t.\_2 + 1))  
 *//MapFunction操作* mapStream.map(**new** MapFunction[(String,Int),(String,Int)] {  
 **override def** map(t: (String, Int)): (String, Int) = {  
 (t.\_1,t.\_2 + 1)  
 }  
 })  
   
 mapStream.print()  
 env.execute(**"smap1"**)  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/f1.jar

**命令行方式运行：**

scala> val dataStream = senv.fromElements(("a",3),("d",4),("c",2),("c",5),("a",5))

scala> val mp = dataStream.map(t => (t.\_1, t.\_2 + 1))

scala> mp.print()

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPgAAABgCAIAAAC/hihyAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD0ElEQVR42u2cu47bMBAA9Rt3fbqkOyDNISnjAAF8hYBLiqRK40LSfZL/lKkSOBK52iVliY+ZyjZkUY/xckmv2PV9f71eL5eLA6iXbhhHRAdEB6hCdFIXaCOiD0R0QHTI7YZ13ez17Sf7H8nyeBpKXbq/mG4bWC/XnqIvW/G2nu0NvWNEV55zy65bz/2ocL4MW6HWER3XU0/82KtU+t0Mpi7dDcoPNZ1dKKVR5jmrrf977f0wFJ/k47x9qzn32XEKhyd/PbqHXLauaUjYsgbRh2FYiu4dYeg/XH0b4brpkJYb6MdMckOh/cRdJdmniPRXaH2WbCTezUpEF9Iy/egzZHN0wJBjZ/QtFCKi3A+str6qr9Dpma6/Pp9eDerVii7Pumj8CN1jweaUobqpZ4gYvQmnqfwlJ4q+eUIfEt3U75G6pKYuEZMzKXnCarJ+19Rl2UuYeh7Tr/SQ1CXnWRe/6Ppx0rK3lXv/2ZamGS79iMp7tN7vKgejoR2arpJmZJwyZPemUjPRhdGndXxckujjNPHPaK0zkjvvPOt/Rr+cTogOprBd5Nk9fCeiQwM/44cfb4gOiA7QhuhbJW0UKkK+om87DMd1OEz0R0SHxiN6uuUF1StD7aKHpxdNdbbe7yI65CP6qBTdVKCC6JCZ6K+jKXXRBHWhZhXR4SDRX36bUheNr+lF1QAbi/54+hlRjx6qO9UnPwD7RvTnF/30ov6ZGqeokgXYT/TXt6R/RnnUHwqJ6B8+U+sCiA5Qh+jvPiI6IDpAHaK/f6JMFxoQ/emTtXpRv6Qb04uQjejPXyPKdOPmHBEdjhP926+IMt3oyXVch4NEtxR1CautKjdDdMhd9MQFaREdahNduRMAIjrAXqK72DLdxIVzAY4U3RmXvuepCyhGdEeZLjQiOgCiAyA6AKIDlDQYNbTEYBSyFT3aTqYXoX7R+cMIShJ9Ey8J6pCJ6NPmZbqIDgWLbk1CqEeH4kUndQFER3QoSnRHmS40KLqzzI4zjw4lie4o04VGRAdAdABEB0B0gJIGo4aWGIxCtqKn2Mn0ItQvuncxDESHHEVPt5wEBooUXb+arqN6ETIT/S5rL4bW8UJ0KEl0feqC6IDoABmI7ijThWpEP5/PlOlC/aJPE2W60IDo48iSdIDoAHWI3vc9ogMRHaAN0SnThfpTF8p0oYmITpku1C86ZbrQROoilOlqRKdMF4qM6JTpQkOpi/7BC0SHglMXZURHdCgmojvKdKFB0d3/z4zK0Z0yXSgmdbFmKSstYTlkG9EBKhF9QHQgdQEgdQFAdICc+AMVOBJNhsaFNQAAAABJRU5ErkJggg==)

### 1.2 flatmap

FlatMap[DataStream -> DataStream]

主要对输入的元素处理之后生成一个或者多个元素

**import** org.apache.flink.api.scala.\_  
**import** org.apache.flink.streaming.api.scala.{DataStream, StreamExecutionEnvironment}  
  
**object** sflatmap1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testFlatMap*(env)  
 env.execute(**"sflatmap1"**)  
 }  
  
 **def** testFlatMap(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream = env.fromElements(**"hello world"**,**"nihao flink"**)  
 **val** flatMapStream: DataStream[String] = dataStream.flatMap(t => t.split(**" "**))  
 flatMapStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/sflatmap1.jar

### 1.3 filter

Filter[DataStream -> DataStream]

该算子将按照条件对输入数据集进行筛选操作，将符合条件的数据集输出，将不符合条件的数据过滤掉

**import** org.apache.flink.streaming.api.scala.{DataStream, StreamExecutionEnvironment}  
**import** org.apache.flink.api.scala.\_  
**object** sfilter1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testFilter*(env)  
 env.execute(**"sfilter1"**)  
 }  
 **def** testFilter(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream = env.fromElements(1,2,3,4,5,6,7,8,9,10)  
 **val** filterStream = dataStream.filter(\_%2==0)  
 filterStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/sfilter1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAABOCAIAAACPEv42AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABPUlEQVR42u3cTQ6CMBAGUK7LjiNxU0xMjEYoTJWftrxvJ2lIfBmHGRZ20zPDMIzj2Pf9JAenI06cuBAnnrj1K5GTR9z2pjUepPnhWKXopYgHT7Yv3n0keHHTcaUt5LaX1sQXCyp+cfPjP+jN9vF5Ma581cXiTbEGfxCNcUf7eKR7LtZ7qqsET7bHXVBXMaskn5Ar3ePr/PzKysncYbzekdzOSZy4ECcuxJvagIR4c+JVv/6vTzx3JxTiVYmnXvLJgeK1vzYyq0h4VoFu5yQuxIkLceLE39MhqZPELfpnb/mALhDXVU4V11Uu6yrEiROXvaZDT047J3EhTlyIEyduOrQBERfi+rioceLEievjdk4hTlyIEydOvCzxrL+IlH3mcWvRlTVOnDhxIU6cOPHSpsPI/9aKnZO4ECd+izwA1/BXiyl8h2EAAAAASUVORK5CYII=)

### 1.4keyby

KeyBy[DataStream -> KeyedStream]

该算子根据指定的key将输入的DataStream[T]数据格式转换为KeyedStream[T]，也就是在数据集中执行Partition操作，将相同的key值的数据放置在相同的分区中。简单来说，就是sql里面的group by

**import** org.apache.flink.streaming.api.scala.StreamExecutionEnvironment  
**import** org.apache.flink.api.scala.\_  
**import** org.apache.flink.streaming.api.scala  
  
**object** skeyby1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testKeyby*(env)  
 env.execute(**"skeyby1"**)  
 }  
 **def** testKeyby(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream = env.fromElements((**"a"**,1),(**"a"**,2),(**"b"**,3),(**"c"**,3),(**"b"**,5),(**"b"**,6))  
 **val** keyedStream = dataStream.keyBy(0)  
 *//keyby之后还看不到效果，需要借助聚合函数* **val** sumStream:scala.DataStream[(String, Int)] = keyedStream.sum(1)  
 sumStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/skeyby1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH4AAABuCAIAAABulzBEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACUUlEQVR42u3dS3KDMBCEYa7rnY/kmzqrVKVsIKMX6PH1LhTG8GeQerow2p7P5+v1ejweb7pWG/TQQ0/QQ9/lSW9bV8fpCP32qxYXX8Lr+7M30m9Y9cGrSr34bFi71bA0+kZ7xj9+F/1D9NsfBTdG7u6jgSj7FokPbmOg/yCbuvHfP7MRpB5z4KoPnuJu6R1dZ8mYm3TMUdHHy2r3Dji3E/F/atyiTIL+ygGnxOEcndK/VdKvw9mdTk8Glo/9v7ec7FnoUna/Kz4uzWku7+pmL7OqMhwZDkEPPRWjnyOhHQ99YUzYj5NbBX2t7mld9FVIKfw66JMSWuiroc9IaLvKTIYfcFILX9VXG3AKcxLocxxOPKHlcOqby3ET2gm72VES2iHRE/TQE/SrT7PZiQJFzWVGdMNcNmmp4gWupaoQJJRn9+jnoxca31/1QuOu0at66OdyOELjq9EX/oQB+prdrNC4IXqCHnqCfvVpNjtRIE8az4VeS1U5SKgyzqCfiT4jN4a+AnqhcRfoDTjQr+FwhMZ3mkuhcUfdrNC4IXqCHnqCfvVpNtvgkyeNR2up4gWupbo0SIi/gRH6yk8aQ9+w6iP0hcY3oFf10M/ocITGV6MXGnfUzQqNG6In6KEn6FefZku/fuG5t1Vo/A4sK7M4/Sah8TtlrRbo6z99dtJqGXbeTV9PcYQY+qKqz1t/C/p70J+8khT65uiTAjgOp+aqcxxOPvoqK2x+r44HfU7D2WLZY+gJeugJeugJeugJeugJeugJeuihhx566Al66An62fQDBOd82gGJxwcAAAAASUVORK5CYII=)

### 1.5 reduce

Reduce[KeyedStream -> DataStream]

该算子和MapReduce的Reduce原理基本一致，主要目的是将输入的KeyedStream通过传入的用户自定义的ReduceFunction滚动的进行数据聚合处理，其中定义的ReduceFunction必须满足运算结合律和交换律

**import** org.apache.flink.api.common.functions.ReduceFunction  
**import** org.apache.flink.streaming.api.scala.StreamExecutionEnvironment  
**import** org.apache.flink.api.scala.\_  
  
**object** sreduce1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testReduce*(env)  
 env.execute(**"sreduce1"**)  
 }  
 **def** testReduce(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream = env.fromElements((**"a"**,1),(**"a"**,2),(**"b"**,3),(**"c"**,3),(**"b"**,5),(**"b"**,6))  
 **val** keyedStream = dataStream.keyBy(0)  
 **val** reduceStream = keyedStream.reduce(**new** ReduceFunction[(String, Int)] {  
 **override def** reduce(t: (String, Int), t1: (String, Int)): (String, Int) = {  
 (t.\_1, t.\_2 + t1.\_2)  
 }  
 })  
 reduceStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/sreduce1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG8AAABcCAIAAADvSXw0AAAACXBIWXMAAA7EAAAOxAGVKw4bAAACEUlEQVR42u2dyxKDIAxF+f+fpqvOdCxiyAOQnOzqWJVjMLl3LC2V8IsCAmhCE5obXWgpWx0nlmb5RsR4LAj+vxsHtCzJoNHxqMffvMGn0QzaU/71IKClOVt/T9bfKJlWd08AdSLLnyrLaF5gjW58/Kge1egx98pN4VmbCXJ36Zbn19AxN6Ipv/nNPO0XUPl9khflfWnOnOmWmn53SY83fmpNb1abzoy+7P+/pbOnsS43zyV/ILymQ1qlhab1W+h0dDo0CWjG03yF/fUOmkbDZlo7cjJNr0b9KJoug0+bniZLDZpjNBX210xd/MqZPpqe5GZvphu1cF6aVWt/UdNFHdK29tchWmgT+wudDk0CmtBMWYXUEjN1h6SQ53RI0u5dnoZ0756iEGX5LISg6ZmbOHKzaZKb0FxR03HkHGga33rFkcORQ6dDE5oENLetQmqJmb1DGmVHh+RDk+698o7cbJoKUw6aPq4Hjpx/WpGb0Iyv6Thyzh0SjlysFsKRQ6dDE5rQJNZVIXXjmbpD4h25wO5dnoZ071ZRKF/WJzVNoR0HzerryBlXOIMmuQnNHWo6jpwDTRy5WC2EI4dOhyY0oUmsq0LWU55bmjwduSpYNfpsoG6OXB1ZijkLTeOwO119hvnu/KvVO2rQ1Mx6aAbS7KxGBU0NzSHfJFFN1/2NAh2SpyPX3J6IZvVz5NBCBDT3iA+oZNlbV4kJgwAAAABJRU5ErkJggg==)

### 1.6 union

Union[DataStream -> DataStream]

将两个或者多个输入的数据集合并成一个数据集，需要保证两个数据集的格式一致，输出的数据集的格式和输入的数据集格式保持一致

**import** org.apache.flink.streaming.api.scala.StreamExecutionEnvironment  
**import** org.apache.flink.api.scala.\_  
  
**object** sunion1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testUnion*(env)  
 env.execute(**"sunion1"**)  
 }  
 **def** testUnion(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream1 = env.fromElements((**"a"**,3),(**"d"**,4),(**"c"**,2),(**"c"**,5),(**"a"**,5))  
 **val** dataStream2 = env.fromElements((**"d"**,1),(**"s"**,2),(**"a"**,4),(**"e"**,5),(**"a"**,6))  
 **val** dataStream3 = env.fromElements((**"a"**,2),(**"d"**,1),(**"s"**,2),(**"c"**,3),(**"b"**,1))  
  
 **val** allUnionStream = dataStream1.union(dataStream2, dataStream3)  
 allUnionStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/sunion1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGMAAADlCAIAAADIsN4HAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD9UlEQVR42u2dwXarMAxE+f+f1lt0805rnJFkIHiuV20OBLjIsjSx5SNoWjtAACljUsdxPPg9x9on+WlX3GsZ0/CuKjfw1JvP3mvREP476+zvbyd10ZEiqcqrOrPVX9eYfPjxqSa9smyAek+/hNTwDegffvy3DCv7nSLrBTYlfqPuLHUD1HtfcwDpktJf2tC+5m+vbP/6d+pEXtP7OmPf2S3NbXbl2Df03JNe9uv4v59MjmwOqcNrTRz/31vyjdGvjjnI+yAFKUi9ltSzEsdrSE1i4hvyhteTEgNiI1LzRO+eJOutpM5id0i1JA5IQQpSq8Y+XeIgSlAljlj3k9E+MfoNP6uQ90EKUjRI3eLRExcwVF1ELl5RwuMTS96qJTRJBaqL7p7IkFUv7mVTncHOhZT+tKsmlrxy7HtkYslbSYlR0sKJJfvE6KguNEhBClK7ePRaMoiWMAgU9oOF6nJBNtPpdKgukBL61NxVOWoJfZ8FKXtSgepSjhKa6/hQXYjRaZCCFKQ28OjlwGrbKCFbvSGc5w5n61z4rjBaUqrGJe9LSS6sBlEfGFKQgtQVYx8rjD6QQnUJVBfyPkhBClIGpFBd0lFClgtzXXLmw1yXYqezm+sCqcUZsu8Ko4JZ+fa+ZrqH6uI99gV1XRbG6KguNEhBClK7ePRyWmOhJZR/cKearj2pfjVd9xocSu8729AC1QVSJVLz3Uwg9SGR3plU9Oa6WEcJuuoSI+EF1YUYnQYpSEFqA4+euABzXcQQIZjrUohX99cSmqQC1UV3T2TIqhenWonq4yClEkF18R77olrXhWq6rd6E6kLeR4MUpL7bo/cjLHctwS5KWFJvcX9SS1QXx7wvZNVlchiqS4hHoiWoPRFS3jYVqC7lKIG6LoHqQt4HKUhByoAUqsu1WgKqS8t8UF0SJ1LX5bT3OZJCdcn1PuZPrazrguqC6iJHCdR1CVQX8j5IQQpSBqRQXepaghij++5OkHpm6z2Mss/su8YhkiuMWA2CTUEKUnePfexhlIgSUF0C1YW8D1KQgpQBKVSXlpagcKGuS858qOtSIRWoLrp7IkNWvbiXTXUGO6NZQdGQXALVxX3si+rO0dR1afUmVBfyPhqkIPXdHr2WDKIl7J/0QeqabEbHxB5Gat7HCiP2MBKeSqwVNLFKl94nJoPsYTRAxh5G40dlDyNUF/I+SEEKUtuTQnW5UEugrkvXfFBdEieiupz2PkdS1HVJkGL+VFBNd+XYx1yXRJRANd1AdSHvgxSkIGVACtXlQi3hLNRCdZmdyAqjYkdDdRmciOoiBe5nvzAz18VbS6CabnHsQ3VJRAnUdQlUF/I+SEEKUpDya/8Axigjwf/jBRkAAAAASUVORK5CYII=)

### 1.7 Connect, CoMap, CoFlatMap

Connect, CoMap, CoFlatMap[DataStream -> DataStream]

Connect算子主要是为了合并两种不同数据类型的数据集，合并后保留原来的数据集的数据类型。连接操作允许共享状态数据，也就是说在多个数据集之间可以操作和查看对方数据集的状态。

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

说明：

**val** connectedStream = dataStream1.connect(dataStream2)  
*//ConnectStream不能直接print，需要转换成DataStream,两个函数会多线程交替执行产生结果，最终将两个数据集根据定义合并成目标数据集*

**val** resultStream = connectedStream.map(**new** CoMapFunction[(String,Int), Int, (Int,String)] {  
 **override def** map1(in1: (String, Int)): (Int, String) = {  
 (in1.\_2, in1.\_1)  
 }  
 **override def** map2(in2: Int): (Int, String) = {  
 (in2, **"default"**)  
 }  
})

![a](data:image/png;base64,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)

map1 : 数据为("a",3),("d",4),("c",2),("c",5),("a",5)

转换key，value 为(3,”a”)(4,”d”)

map2: 数据为(1,2,3,4,5,6)

输出时必须跟map1格式相同

转换为(1,”default”)(2,”default”)

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

开发：

**import** org.apache.flink.streaming.api.scala.StreamExecutionEnvironment  
**import** org.apache.flink.api.scala.\_  
**import** org.apache.flink.streaming.api.functions.co.CoMapFunction  
  
  
**object** sconnet1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testConnect*(env)  
 env.execute(**"sconnect1"**)  
 }  
  
 **def** testConnect(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream1 = env.fromElements((**"a"**,3),(**"d"**,4),(**"c"**,2),(**"c"**,5),(**"a"**,5))  
 **val** dataStream2 = env.fromElements(1,2,3,4,5,6)  
  
 **val** connectedStream = dataStream1.connect(dataStream2)  
 *//ConnectStream不能直接print，需要转换成DataStream,两个函数会多线程交替执行产生结果，最终将两个数据集根据定义合并成目标数据集* **val** resultStream = connectedStream.map(**new** CoMapFunction[(String,Int), Int, (Int,String)] {  
 **override def** map1(in1: (String, Int)): (Int, String) = {  
 (in1.\_2, in1.\_1)  
 }  
 **override def** map2(in2: Int): (Int, String) = {  
 (in2, **"default"**)  
 }  
 })  
 resultStream.print()  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/sconnect1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHoAAAClCAIAAAAcU35JAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAD4UlEQVR42u2d23qDIBAGfd3c5ZHypvSq+dJG8Qf2gDhctalJdLrA7oi6lb/t+Xy+Xq/H41Gu07Ztm+pzal8RgHv7bR4H/O8t+nelEN/Cols8ktYD/tz+6Gdwu285Z4CruLePJr54ehiVjj/eFU4/Qd/PaNy7nVR/8fTXbuJHb1RYi/uZGd16ZInbD4bY4GCi72fO2K3MRbuRfjSYDMbX4GAyaXRHDibmmclp7xnPZ+xxH/W7yovvP32/UtnSI++uj2Of26+TCGZVlR4J6K1xXykywA1ucNNScF/Idl4e94jf+E6Bb0g8FHdwTXFt3N0+SKwtwV0U6dEkg8DtjjvLdi6FW/cM4LbBfTREgDsoM5nKdi6Ie1er1qfKMNu5flU5le3EmeBMwA1ucNPmmyq75Qm4zxlNvtx0KdzzLzdd05mUWZebLoW7iRoC1gw3RjAO9+AlIOBuPr0A7rTMBAHriPtoXWtlqiQRtKwqEbA4E3CDG9zgZqpEwE6VCELcvcwhwN2LeBNYFPE9i9YUrBSWJeb0AgLWALdJZQ9u3+gGt0FmgoB1x12G71sCbgQszgTcNHCDm+Y6VWJLHPNuBGxOmUOAhxbxEI/A3SFgwW0Q3QhYd9yt1NAmJezqhZQbri6bmSBg3XGX6W+4un5ViYDFmYAb3OAGN1PlElNc1lEY3Iuq6SD1+rMPov7eFOIGebdtWI1n5WJMzI7bZKebruh2xZ1CPAi38riuyumh3S2Peph+ymlN3E1P2BGVS5PUvVd0V2SWeNHxboCDuzO69W+5EW7lSHQBazWYKEpS+SddJhEcEbDKAzDrb//+ofIJF8u7i52AparEmYAb3DRwL4obATtXInhqTqw2O608JyQefQ9YBGxnEe+N23CgWMeZ6BARsCXxHrAI2B7cCNg43B05AALWMjNBwDri7rgHLALWsqpEwOJMUFTgBje4b48bAZuTCBYEbHqZM36QCNjz/UPAzoUbAWuDWxkrEbCh0Y2AnQK3/lEIWATsHHk3AjauqkTA4kxQVOAGN7hvjxsBm5YIdvgpBGwc7oKADVBUfbgNB4qlFq11P4QLAeuCGwFrgFsfZBGwNrjFe0ojYL0yEwSsL25WwGZWlQhYnAmKCtzgBvftcSNgcxLBjodwIWCjH8KFgB11Jk64DQeK1ZyJ3s0RsAbRPaioELCsgF03uvVpjRWwOzEbOZiwAhYBG1VVImBxJigqcIMb3LfHjYBNSwRLoyxFwI7m3a27joA1KOINezECtoYbARuHW+z4CFjjwQQBewHcOgIELAI2IxFEwGZWlQhYnAmKCtzgngL3ttcA19d+APLGHZIiLGORAAAAAElFTkSuQmCC)

### 1.8 split、select

Split[DataStream -> SplitStream]

Split是将一个DataStream数据集按照条件进行拆分，形成两个数据集的过程

split stream要打印，需要转换成DataStream，使用select方法

**import** org.apache.flink.streaming.api.scala.StreamExecutionEnvironment  
**import** org.apache.flink.api.scala.\_  
**object** ssplit1 {  
 **def** main(args: Array[String]): Unit = {  
 **val** env = StreamExecutionEnvironment.*getExecutionEnvironment  
 testSplit*(env)  
 env.execute(**"ssplit1"**)  
 }  
 **def** testSplit(env: StreamExecutionEnvironment): Unit = {  
 **val** dataStream1= env.fromElements((**"a"**,3),(**"d"**,4),(**"c"**,2),(**"c"**,5),(**"a"**,5))  
 **val** splitedStream= dataStream1.split(t => **if** (t.\_2 %2 == 0) *Seq*(**"even"**) **else** *Seq*(**"odd"**))  
  
 **val** evenStream= splitedStream.select(**"even"**)  
 **val** oddStream= splitedStream.select(**"odd"**)  
 *//split stream要打印，需要转换成DataStream，使用select方法* evenStream.print(**"even"**)  
 oddStream.print(**"odd"**)  
 }  
}

[hadoop@h201 flink-1.7.2]$ bin/flink run /home/hadoop/fff/ssplit1.jar

结果：

![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKAAAABPCAIAAADjv1ktAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAChklEQVR42u2dW27EIAxF2W52lZ2mH1WlqOFhDBgD5/5NOgqEgz2G2yThvu/ruh60qQKAAXzq0ITg6jxeAIc/WY7g91Tvg4qG1H2LXv5ExqMiWHhJQ6PkfbC2IV3HUi2eC7jXxRcBT+/SLMZxwOEl4cHiGGVStzCfR1OfsJ+NeUX+u7MA4GhukR8sflQw7tKlqsnUkupb5pZpBAv7Jy8r1IHVC3BLZVAbxK5TtHzmpirVzOAqrnxEUqlN0Y0nOTRFK0JK16WWKjrVUD5D+K2iU0VKscz5/dP3SOab7evLb1uNDaUmaLShc9fB2+9kGS+6AIwADGAEYARgqzLH/jwA7jnEmUXIQvsMB0VwL8MOwH5TdJe143Lb/R4BR/eGosOX+maLM/hkDTuhMwHgJODGjV/JZl5LggVwB8D5fdfMru8zxrCTA87MLQCLqpsqR72XYVcFOGOWADg3mnnATgw7qmhNkSWpfb4fZxl20f4D2GXntjDsAIwAjACMAAzgpYos+/MAuOcQb3N/3ykRfOz9fQelaIOVa5eN0v0BL20XArgAeHW7MDNFAPw/VhzaheoMD+DCQDixC9W/3wAWFaLO7UKqaE2RJal9vh8H2YXyWgzAD3YhgBGAEYARgNHWgHEGvQD28+RPVkSjItjhkz8JYlPAj7kzCOM6wE6e/Cm/SwXAFYBXefIn3v5kwJa34gPYGrCBM0gETwOMM7h8kWXz5E9J6c5/yPZfJg3pB87g3oARgBGAEYAB7LHIsj/PuYCxC/ePYOzC0wE/2IXOAS/xokDsQiVg7EIA86LA4wEbvCiQCJ4GGLtw+SKLFwXuvEwa0g/swr0BIwAjAKMi4BATwwRgBGA0Qz8CkuPt+5lPkQAAAABJRU5ErkJggg==)